project[1] - spam,

due 10/31/2018, midnight

Purpose: *The purpose of this assignment is to provide a basic programming experience with an algorithm commonly-used in AI. You should be able to utilize probability in order to classify using a Naive Bayes Classifier.*

Skills demonstrated:

* using a github repository to download code
* c++ programming
  + working with an established dataset
  + file i/o
  + data transformations
* probability and example data
* natural language

Please write a program to parse an existing dataset on real-world SMS messages. *(note: since these data come from real-world interactions, these messages may use language which I would never use in class and that violate professional conversational norms. If that is likely to trigger a negative reactions, please do not read the messages themselves. However, I feel that it is important to work with real-world data wherever possible).*

The dataset can be found here: <https://www.cse.unr.edu/~dave/spam.csv>

You will need to write two programs:

training -i <spam.csv file> -os <output spam probability file> -oh <output ham probability file>

Trains dataset from .csv file and save to new file. Each line of the .csv file has at least two fields, separated by a comma:

1. <spam|ham> ham if it is a legitimate SMS, spam if not

2. "..." the SMS message

You will need to output two probability files (one for ham, one for spam):

<count of total number of words (n)>

m lines, one for each word

<word> <number of word occurrences>

classify -i <testing dataset .csv file> -is <spam probability file> -ih <ham probability file> -o <classification output filename>

Classifies new data from training file and testing .csv file (same format as above, specified on the command-line)

You will need to output one classification file:

m lines, one for each SMS in the testing dataset (in the  
 same order as the testing set is in

<spam/ham> (the classification of the SMS)

# **!!! new note !!!:**

As you can see from the figure to the left, there are a lot of words that only appear once. This can result in a lot of bad classifications from low-occuring words (i.e., the word "0089my" probably should not affect your results as it only appears once in the SPAM training set). I wouldn't update your spam/ham probability unless it appears at least a few times in \*BOTH\* the spam and ham training sets, just to make sure you're not introducing bad data, otherwise, you're likely to get something like 25% classification accuracy. Play around with it a bit, especially how much a word should show up in the database before you use it for spam/ham probability.![](data:image/png;base64,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)

**Graduate Student Extra Assignment:**

Please also write a program to add new data (in a .csv file) to the existing training database. This assignment will not be autograded.

**Code should be submitted using the submit script:**

(!!!do only once per computer!!!) first, download the submit script:

$ cd ~

$ wget http://www.cse.unr.edu/~newellz2/submit

$ chmod +x submit

then, from your project directory (1-tictactoe):

$ ~/submit

this will submit all files from the current directory

***(login: netid / password: passwd for your netid)***

**Your turned in directory should have the following files:**

.

+-- CMakeLists.txt

+-- src

+-- training.cc

+-- classify.cc (all other code files

needed to build your programs)

it is acceptable to turn in files that are not in this list, but these have to be turned in.

// must build executables named:

// training: train dataset from .csv file and save to new file (specified on command line)

// classify: classify new data from training file and testing .csv file (same format as above, specified on the command-line)